# UNIT - 4

## List Data Type

### Topics Covered:

#### Introduction

1. **Creation of List Objects**

#### Accessing elements of List

1. **Traversing the elements of List**

#### Important functions of List :

* 1. To get information about list
  2. Manipulating elements of List
  3. Ordering elements of List

#### Aliasing and Cloning of List objects

1. **Using Mathematical operators for List Objects**

#### Comparing List objects

1. **Membership operators**

#### clear() function

1. **Nested Lists**
2. **List Comprehensions**

### Introduction:

If we want to represent a **group of individual objects as a single entity** where insertion order is preserved and duplicates are allowed, then we should go for List.

Insertion order preserved.

Duplicate objects are allowed

Heterogeneous objects are allowed.

List is dynamic because based on our requirement we can increase the size and decrease the size.

In List the elements will be placed within square brackets and with comma seperator.

We can differentiate duplicate elements by using index and we can preserve insertion order by using index. Hence index will play very important role.

Python supports both positive and negative indexes. +ve index means from left to right where as negative index means right to left.

**Eg:** [10,"A","B",20, 30, 10]
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List objects are mutable.i.e we can change the content.

### Creation of List Objects:

#### We can create empty list object as follows...

In [2]:

list**=**[]

print(list)

print(type(list))

[]

<class 'list'>

#### If we know elements already then we can create list as follows

In [4]:

list **=** [10,20,30,40]

print(list)

print(type(list))

[10, 20, 30, 40]

<class 'list'>

#### With dynamic input:

In [5]:

list**=**(input("Enter List:")) *# Entire input is considered as string*

print(list)

print(type(list))

Enter List:10,20,30,40 10,20,30,40

<class 'str'>

In [6]:

list**=**eval(input("Enter List:")) print(list)

print(type(list))

Enter List:[10,20,30,40] [10, 20, 30, 40]

<class 'list'>

In [8]:

list**=**eval(input("Enter List:")) print(list)

print(type(list))

Enter List:[ram,raj]

#### ---------------------------------------------------------------------------

**NameError** Traceback (most recent call last)

**<ipython-input-8-ac0b44db1317>** in <module>

**----> 1** list**=**eval**(**input**("Enter List:"))**

1. print**(**list**)**
2. print**(**type**(**list**))**

**<string>** in <module>

**NameError**: name 'ram' is not defined

In [9]:

list**=**eval(input("Enter List:")) print(list)

print(type(list))

Enter List:['ram','raj']

['ram', 'raj']

<class 'list'>

#### With list() function:

In [ ]:

l**=**list(range(0,10,2))

print(l)

*# Not working in jupyter notebook but executed in Editplus*

In [12]:

[0, 2, 4, 6, 8]

Out[12]:

[0, 2, 4, 6, 8]

In [ ]:

s**=**"durga"

l**=**list(s) print(l)

*# Not working in jupyter notebook but executed in editplus*

In [ ]:

['d', 'u', 'r', 'g', 'a']

#### With split() function:

In [16]:

s**=**"Learning Python is very very easy !!!" l**=**s.split()

print(l)

print(type(l))

['Learning', 'Python', 'is', 'very', 'very', 'easy', '!!!']

<class 'list'>

#### Note:

Sometimes we can take list inside another list,such type of lists are called **nested lists.** [10,20,[30,40]]

### 3. Accessing elements of List:

We can access elements of the list either by using **index** or by using **slice operator**(:)

#### By using index:

List follows zero based index. ie index of first element is zero.

List supports both +ve and -ve indexes.

+ve index meant for Left to Right.

-ve index meant for Right to Left.

#### Eg :

list=[10,20,30,40]
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list**=**[10,20,30,40]

print(list[0]) *#10*

print(list[**-**1]) *#40*

print(list[**-**4]) *#10*

print(list[10]) *#IndexError: list index out of range*

10

40

10

#### ---------------------------------------------------------------------------

**IndexError** Traceback (most recent call last)

**<ipython-input-20-c9b501127143>** in <module> 3 print**(**list**[-1]) #40**

1. print**(**list**[-4]) #10**

**----> 5** print**(**list**[10]) #IndexError: list index out of range IndexError**: list index out of range

In [23]:

list **=** [10,20,[30,40]]

print(list[2])

print(list[2][1])

[30, 40]

40

#### By using slice operator:

**Syntax:**

list2= list1[start:stop:step]

start ==>it indicates the index where slice has to start default value is 0

stop ===>It indicates the index where slice has to end default value is max allowed index of list ie length of the list

step ==>increment value

step default value is 1

In [24]:

l **=** [10,20,30,40,50,60]

print(l[::])

[10, 20, 30, 40, 50, 60]

In [25]:

l **=** [10,20,30,40,50,60]

print(l[::2])

[10, 30, 50]

In [26]:

l **=** [10,20,30,40,50,60]

print(l[::**-**1])

[60, 50, 40, 30, 20, 10]

In [27]:

l **=** [10,20,[30,40],50,60]

print(l[0:3:])

[10, 20, [30, 40]]

In [29]:

n**=**[1,2,3,4,5,6,7,8,9,10]

print(n[2:7:2]) *#3,5,7*

print(n[4::2]) *# 5,7,9*

print(n[3:7]) *#4,5,6,7*

print(n[8:2:**-**2]) *# 9,7,5*

print(n[4:100]) *# 5,6,7,8,9,10*

|  |  |  |
| --- | --- | --- |
| [3, | 5, | 7] |
| [5, | 7, | 9] |
| [4, | 5, | 6, 7] |
| [9, | 7, | 5] |
| [5, | 6, | 7, 8, 9, 10] |

### List vs mutability:

Once we creates a List object,we can modify its content. Hence List objects are mutable.

In [30]:

n**=**[10,20,30,40]

print(n) n[1]**=**777

print(n)

[10, 20, 30, 40]

[10, 777, 30, 40]

## Date: 02-05-2020 Day 2

### 4. Traversing the elements of List:

The sequential access of each element in the list is called traversal.

#### By using while loop:

In [2]:

n**=**[0,1,2,3,4,5,6,7,8,9,10]

i**=**0

**while** i**<**len(n): print(n[i]) i**=**i**+**1
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8

9

10

#### By using for loop:

In [3]:

n**=**[0,1,2,3,4,5,6,7,8,9,10]

**for** n1 **in** n:

print(n1)

0

1
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10

#### To display only even numbers:

In [4]:

n**=**[0,1,2,3,4,5,6,7,8,9,10]

**for** n1 **in** n:

**if** n1**%**2**==**0:

print(n1)

0

2

4

6

8

10

#### To display elements by index wise:

In [5]:

l**=**["A","B","C"]

x**=**len(l)

**for** i **in** range(x):

print(l[i],"is available at positive index: ",i,"and at negative index: ",i**-**x)

A is available at positive index: 0 and at negative index: -3 B is available at positive index: 1 and at negative index: -2 C is available at positive index: 2 and at negative index: -1

### Important functions of List:

#### What is the difference between function and method?

In Python you can use both these terms interchangeably.

#### -Function:

Function by default considered as method also.

If a function is declaring outside a class is called as function.

#### - Method :

If you are declaring a function inside a class is called as a method.

In other words, if you are calling any function with object reference is called as method.

### Note:

Python is both functional oriented as well as object oriented programming language.

### To get information about list:

#### len():

returns the number of elements present in the list

In [7]:

n**=**[10,20,30,40]

print(len(n))

4

#### count():

It returns the number of occurrences of specified item in the list.

n**=**[1,2,2,2,2,3,3]

print(n.count(1)) print(n.count(2)) print(n.count(3)) print(n.count(4))

1

4

2

0

#### index() function:

returns the index of first occurrence of the specified item.

|  |  |  |
| --- | --- | --- |
| In [9]: |  | |
| n**=**[1,2,2,2,2,3,3] |  |  |
| print(n.index(1)) | *#* | *0* |
| print(n.index(2)) | *#* | *1* |
| print(n.index(3)) | *#* | *5* |
| print(n.index(4)) |  |  |
| 0 |  |  |
| 1 |  |  |
| 5 |  |  |

#### ---------------------------------------------------------------------------

**ValueError** Traceback (most recent call last)

**<ipython-input-9-6eef43f6d8a4>** in <module>

1. print**(**n**.**index**(2)) # 1**
2. print**(**n**.**index**(3)) # 5**

**----> 5** print**(**n**.**index**(4))**

**ValueError**: 4 is not in list

#### Note:

If the specified element not present in the list then we will get **ValueError**.

Hence before index() method we have to check whether item present in the list or not by using **in** operator.

In [10]:

print( 4 **in** n) *#False*

False

#### Eg:

l **=** [10,20,30,40,10,20,10,10]

target **=** int(input('Enter value to search : '))

**if** target **in** l:

print(target,'available and its first occurrence is at ',l.index(target))

**else**:

print(target,' is not available')b

Enter value to search : 50

50 is not available

In [15]:

l **=** [10,20,30,40,10,20,10,10]

target **=** int(input('Enter value to search : '))

**if** target **in** l:

print(target,'available and its first occurrence is at ',l.index(target))

**else**:

print(target,' is not available')

Enter value to search : 20

20 available and its first occurrence is at 1

In [16]:

l **=** [10,20,30,40,10,20,10,10]

target **=** int(input('Enter value to search : '))

**if** target **in** l:

print(target,'available and its first occurrence is at ',l.index(target))

**else**:

print(target,' is not available')

Enter value to search : 10

10 available and its first occurrence is at 0

### Manipulating Elements of List:

#### append() function:

We can use append() function to add item at the end of the list.

By using this append function, we always add an element at last position.

In [11]:

list**=**[]

list.append("A")

list.append("B")

list.append("C") print(list)

['A', 'B', 'C']

#### Eg: To add all elements to list upto 100 which are divisible by 10

In [17]:

list**=**[]

**for** i **in** range(101):

**if** i**%**10**==**0:

list.append(i) print(list)

[0, 10, 20, 30, 40, 50, 60, 70, 80, 90, 100]

#### Another Way:

In [19]:

list**=** []

**for** i **in** range(0,101,10): list.append(i)

print(list)

[0, 10, 20, 30, 40, 50, 60, 70, 80, 90, 100]

#### insert() function:

To insert item at specified index position.

In [18]:

n**=**[1,2,3,4,5]

n.insert(1,888) print(n)

[1, 888, 2, 3, 4, 5]

In [23]:

n**=**[1,2,3,4,5]

n.insert(10,777) n.insert(**-**10,999) print(n)

print(n.index(777)) print(n.index(999))

[999, 1, 2, 3, 4, 5, 777]

6

0

#### Note:

If the specified index is greater than max index then element will be inserted at last position. If the specified index is smaller than min index then element will be inserted at first position.
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#### extend() function:

To add all items of one list to another list,we use **extend()** method.

#### Eg: l1.extend(l2)

all items present in l2 will be added to l1

#### Eg 1:

In [24]:

order1**=**["Chicken","Mutton","Fish"] order2**=**["RC","KF","FO"]

order1.extend(order2) print(order1)

print(order2)

['Chicken', 'Mutton', 'Fish', 'RC', 'KF', 'FO'] ['RC', 'KF', 'FO']

In [26]:

order1**=**["Chicken","Mutton","Fish"] order2**=**["RC","KF","FO"]

order3 **=** order1 **+** order2 print(order1)

print(order2) print(order3)

['Chicken', 'Mutton', 'Fish']

['RC', 'KF', 'FO']

['Chicken', 'Mutton', 'Fish', 'RC', 'KF', 'FO']

#### Eg 2:

In [1]:

l1 **=** [10,20,30]

l2 **=** [40,50,60]

l1.extend(l2) print(l1)

[10, 20, 30, 40, 50, 60]

#### Eg 3:

In [2]:

order**=**["Chicken","Mutton","Fish"]

order.extend("Mushroom")

print(order)

*# It adds every character as a single element to the list*

['Chicken', 'Mutton', 'Fish', 'M', 'u', 's', 'h', 'r', 'o', 'o', 'm']

#### Explanation :

Here, 'Mushroom' is a string type, in this string 8 elements are there. These elements are added seperately.

In [3]:

order**=**["Chicken","Mutton","Fish"]

order.append("Mushroom")

print(order)

*# It adds this string as a single element to the list*

['Chicken', 'Mutton', 'Fish', 'Mushroom']
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#### remove() function:

We can use this function to remove specified item from the list.

If the item present multiple times then only first occurrence will be removed.

In [4]:

n**=**[10,20,10,30]

n.remove(10) print(n)

[20, 10, 30]

If the specified item not present in list then we will get **ValueError**

n**=**[10,20,10,30]

n.remove(40) print(n)

#### ---------------------------------------------------------------------------

**ValueError** Traceback (most recent call last)

**<ipython-input-5-75e98f1b4fac>** in <module> 1 n**=[10,20,10,30]**

**----> 2** n**.**remove**(40)**

3 print**(**n**)**

**ValueError**: list.remove(x): x not in list

#### Note:

Hence before using remove() method first we have to check specified element present in the list or not by using in operator.

In [6]:

l1**=** [10,20,30,40,50,60,70]

x **=** int(input('Enter the element to be removed : '))

**if** x **in** l1:

l1.remove(x)

print('Element removed Successfully ') print(l1)

**else**:

print('Specified element is not available ')

Enter the element to be removed : 10 Element removed Successfully

[20, 30, 40, 50, 60, 70]

In [7]:

l1**=** [10,20,30,40,50,60,70]

x **=** int(input('Enter the element to be removed : '))

**if** x **in** l1:

l1.remove(x)

print('Element removed Successfully ') print(l1)

**else**:

print('Specified element is not available ')

Enter the element to be removed : 80 Specified element is not available

#### pop() function:

It removes and returns the last element of the list.

This is only function which manipulates list and returns some element.

#### Eg:

n**=**[10,20,30,40]

print(n.pop())

print(n.pop()) print(n)

40

30

[10, 20]

If the list is empty then pop() function raises IndexError

In [9]:

n**=**[]

print(n.pop())

#### ---------------------------------------------------------------------------

**IndexError** Traceback (most recent call last)

**<ipython-input-9-5146d826acc3>** in <module> 1 n**=[]**

**----> 2** print**(**n**.**pop**())**

**IndexError**: pop from empty list

#### Note:

* + 1. pop() is the only function which manipulates the list and returns some value
    2. In general we can use append() and pop() functions to implement stack datastructure by using list,which follows LIFO(Last In First Out) order.
    3. In general we can use pop() function to remove last element of the list. But we can use to remove elements based on index.

We can use pop() function in following ways:

**n.pop(index)**===>To remove and return element present at specified index.

**n.pop()**==>To remove and return last element of the list

In [11]:

n**=**[10,20,30,40,50,60]

print(n.pop()) *#60*

print(n.pop(1)) *#20*

print(n.pop(10)) *# IndexError: pop index out of range*

60

20

#### ---------------------------------------------------------------------------

**IndexError** Traceback (most recent call last)

**<ipython-input-11-c0a703a9cc2f>** in <module>

1. print**(**n**.**pop**()) #60**
2. print**(**n**.**pop**(1)) #20**

**----> 4** print**(**n**.**pop**(10)) # IndexError: pop index out of range IndexError**: pop index out of range
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#### Note:

List objects are dynamic. i.e based on our requirement we can increase and decrease the size.

append(),insert() ,extend() ===>for increasing the size/growable nature

remove(), pop() ======>for decreasing the size /shrinking nature

1. **Ordering elements of List:**

#### reverse():

We can use to reverse() order of elements of list.

In [12]:

n**=**[10,20,30,40]

n.reverse() print(n)

[40, 30, 20, 10]

#### sort() function:

In list by default insertion order is preserved. If you want to sort the elements of list according to default natural sorting order then we should go for sort() method.

-For numbers ==> default natural sorting order is Ascending Order

-For Strings ==> default natural sorting order is Alphabetical Order

#### Eg 1:

In [13]:

n**=**[20,5,15,10,0]

n.sort() print(n)

[0, 5, 10, 15, 20]

#### Eg 2:

In [14]:

s**=**["Dog","Banana","Cat","Apple"] s.sort()

print(s)

['Apple', 'Banana', 'Cat', 'Dog']

In [17]:

s**=**["Dog","Banana","Cat","apple"]

s.sort() print(s)

*# Unicode values are used during comparison of alp*

['Banana', 'Cat', 'Dog', 'apple']

#### Note:

To use sort() function, **compulsory list should contain only homogeneous elements**, otherwise we will get **TypeError.**

#### Eg 3:

n**=**[20,10,"A","B"]

n.sort() print(n)

**---------------------------------------------------------------------------**

**TypeError** Traceback (most recent call last)

**<ipython-input-15-41c38805e086>** in <module> 1 n**=[20,10,"A","B"]**

**----> 2** n**.**sort**()**

3 print**(**n**)**

**TypeError**: '<' not supported between instances of 'str' and 'int'

#### Note:

In Python 2 if List contains both numbers and Strings then sort() function first sort numbers followed by strings.

In [16]:

n**=**[20,"B",10,"A"]

n.sort() print(n)

*# [10,20,'A','B'] It is valid in Python 2, but in Python 3 it is inv*

#### ---------------------------------------------------------------------------

**TypeError** Traceback (most recent call last)

**<ipython-input-16-bda452934197>** in <module> 1 n**=[20,"B",10,"A"]**

**----> 2** n**.**sort**()**

#### 3 print(n) # [10,20,'A','B'] But in Python 3 it is inval

**id.**

**TypeError**: '<' not supported between instances of 'str' and 'int'

#### Eg 4:

In [19]:

n**=**['20',"B",'10',"A"]

n.sort() print(n)

['10', '20', 'A', 'B']

#### How to sort the elements of list in reverse of default natural sorting order: One Simple Way

In [25]:

n**=**[40,10,30,20]

n.sort() n.reverse() print(n)

[40, 30, 20, 10]

#### Alternate Way :

We can sort according to reverse of default natural sorting order by using **reverse = True** argument.

In [27]:

n**=**[40,10,30,20]

n.sort() print(n)

*#[10,20,30,40]*

n.sort(reverse**=True**)

print(n) *#[40,30,20,10]*

n.sort(reverse**=False**)

print(n) *#[10,20,30,40]*

|  |  |  |  |
| --- | --- | --- | --- |
| [10, | 20, | 30, | 40] |
| [40, | 30, | 20, | 10] |
| [10, | 20, | 30, | 40] |

In [28]:

s**=**["Dog","Banana","Cat","Apple"]

s.sort(reverse**= True**) print(s)

*# reverse of Alphabetical order*

['Dog', 'Cat', 'Banana', 'Apple']

### 6 . Aliasing and Cloning of List objects:

The process of giving another reference variable to the existing list is called aliasing.

In [29]:

x**=**[10,20,30,40]

y**=**x

print(id(x))

print(id(y))

1709842944648

1709842944648
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The problem in this approach is by using one reference variable if we are changing content,then those changes will be reflected to the other reference variable.

In [30]:

x**=**[10,20,30,40]

y**=**x y[1]**=**777

print(x)

*#[10,777,30,40]*

[10, 777, 30, 40]

![](data:image/png;base64,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)

To overcome this problem we should go for **cloning**.

**Cloning :**The process of creating exactly duplicate independent object is called cloning. We can implement cloning by using the following ways:

1. slice operator
2. copy() function

#### By using slice operator:

In [31]:

x**=**[10,20,30,40]

y**=**x[:] y[1]**=**777

print(x) *#[10,20,30,40]*

print(y) *#[10,777,30,40]*

|  |  |  |
| --- | --- | --- |
| [10, | 20, | 30, 40] |
| [10, | 777, | 30, 40] |
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#### By using copy() function:

In [32]:

x**=**[10,20,30,40]

y**=**x.copy() y[1]**=**777

print(x) *# [10,20,30,40]*

print(y) *# [10,777,30,40]*

[10, 20, 30, 40]

[10, 777, 30, 40]

![](data:image/png;base64,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)

#### Q. What is the difference between = operator and copy() function?

= operator meant for aliasing copy() function meant for cloning

### 7. Using Mathematical operators for List Objects:

We can use + and \* operators for List objects.

#### Concatenation operator(+):

We can use + to concatenate 2 lists into a single list.

In [38]:

a**=**[10,20,30]

b**=**[40,50,60]

c**=**a**+**b

print(' a : ',a)

print(' b : ',b)

print(' c : ',c)

*# concatenation*

|  |  |  |  |
| --- | --- | --- | --- |
| a : | [10, | 20, | 30] |
| b : | [40, | 50, | 60] |
| c : | [10, | 20, | 30, 40, 50, 60] |

In [41]:

a**=**[10,20,30]

b**=**[40,50,60]

c**=**a.extend(b) *# extend() methodwon't return anything. it adds the content of 'b' to 'a'.*

print(' a : ',a)

print(' b : ',b)

print(' c : ',c)

a : [10, 20, 30, 40, 50, 60]

b : [40, 50, 60]

c : None

In [ ]:

#### Note:

To use + operator compulsory both arguments should be list objects,otherwise we will get TypeError.

#### Eg:

In [42]:

c**=**a**+**40

print(c)

*#TypeError: can only concatenate list (not "int") to list*

#### ---------------------------------------------------------------------------

**TypeError** Traceback (most recent call last)

**<ipython-input-42-aae8ea9a4fe9>** in <module>

#### ----> 1 c=a+40 #TypeError: can only concatenate list (not "int") to l ist

2 print**(**c**)**

**TypeError**: can only concatenate list (not "int") to list

In [43]:

c**=**a**+**[40]

print(c)

*#valid*

[10, 20, 30, 40, 50, 60, 40]

#### Repetition Operator(\*):

We can use repetition operator \* to repeat elements of list specified number of times

In [44]:

x**=**[10,20,30]

y**=**x**\***3

print(y)

*#[10,20,30,10,20,30,10,20,30]*

[10, 20, 30, 10, 20, 30, 10, 20, 30]

### Comparing List objects

We can use comparison operators for List objects.

#### Eg :

In [45]:

x**=**["Dog","Cat","Rat"]

y**=**["Dog","Cat","Rat"]

z**=**["DOG","CAT","RAT"]

print(x**==**y) print(x**==**z) print(x **!=** z)

*#True*

*#False #True*

True False True

#### Note:

Whenever we are using comparison operators(==,!=) for List objects then the following should be considered:

* 1. The number of elements
  2. The order of elements
  3. The content of elements (case sensitive)

#### Note:

When ever we are using relatational operators(<,<=,>,>=) between List objects,only first element comparison will be performed.

#### Eg :

In [46]:

x**=**[50,20,30]

y**=**[40,50,60,100,200]

print(x**>**y) *#True*

print(x**>=**y) *#True*

print(x**<**y) *#False*

print(x**<=**y) *#False*

True True False False

#### Eg :

x**=**["Dog","Cat","Rat"]

y**=**["Rat","Cat","Dog"] print(x**>**y) *#False*

print(x**>=**y) *#False*

print(x**<**y) *#True*

print(x**<=**y) *#True*

False False True True

In [48]:

x**=**["Dog","Cat","Rat"]

y**=**["Dat","Cat","Dog"] print(x**>**y)

True

### Membership operators:

We can check whether element is a member of the list or not by using memebership operators.

* 1. in operator
  2. not in operator

In [49]:

n**=**[10,20,30,40]

print (10 **in** n)

print (10 **not in** n) print (100 **not in** n) print (50 **in** n)

print (50 **not in** n)

True False True False True

### clear() function:

We can use clear() function to remove all elements of List.

n**=**[10,20,30,40]

print(n) n.clear() print(n)

[10, 20, 30, 40] []
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### Nested Lists:

Sometimes we can take one list inside another list. Such type of lists are called nested lists.

Consider the follwoing example:

In [1]:

n**=**[10,20,[30,40]]

print(n)

print(n[0])

print(n[2])

print(n[2][0])

print(n[2][1])

[10, 20, [30, 40]]

10

[30, 40]

30

40

#### Note:

We can access nested list elements by using index just like accessing multi dimensional array elements.

#### Nested List as Matrix

In Python we can represent matrix by using nested lists.

In [2]:

n**=**[[10,20,30],[40,50,60],[70,80,90]]

print(n)

print("Elements by Row wise:")

**for** r **in** n:

print(r)

print("Elements by Matrix style:")

**for** i **in** range(len(n)):

**for** j **in** range(len(n[i])):

print(n[i][j],end**=**' ') print()

[[10, 20, 30], [40, 50, 60], [70, 80, 90]]

Elements by Row wise:

|  |  |  |
| --- | --- | --- |
| [10, | 20, | 30] |
| [40, | 50, | 60] |
| [70, | 80, | 90] |

Elements by Matrix style:

|  |  |  |
| --- | --- | --- |
| 10 | 20 | 30 |
| 40 | 50 | 60 |
| 70 | 80 | 90 |

### List Comprehensions

It is very easy and compact way of creating list objects from any iterable objects(like list,tuple,dictionary,range etc) based on some condition.

#### Syntax:

**list=[expression for item in list if condition]**

Consider an example, If you want to store squares of numbers form 1 to 10 in a list,

In [12]:

l1**=**[]

**for** x **in** range(1,11): l1.append(x**\***x)

print(l1)

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

In the above case, the program consisting 4 lines of code. Now for the same purpose we will write the following code in more concised way.

In [13]:

l1 **=** [x**\***x **for** x **in** range(1,21)]

l2 **=** [x **for** x **in** l1 **if** x **%** 2 **==** 0] print(l1)

print(l2)

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100, 121, 144, 169, 196, 225, 256, 289, 32

4, 361, 400]

[4, 16, 36, 64, 100, 144, 196, 256, 324, 400]

#### Few more examples on List comprehensions :

In [10]:

l1 **=** [x**\***x **for** x **in** range(1,11)] print(l1)

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

In [14]:

l **=**[2**\*\***x **for** x **in** range(1,11)] print(l)

[2, 4, 8, 16, 32, 64, 128, 256, 512, 1024]

In [8]:

l **=** [x **for** x **in** range(1,11) **if** x**%**2**==**0] print(l)

[2, 4, 6, 8, 10]

In [15]:

l **=** [x **for** x **in** range(1,11) **if** x**%**2**==**1] print(l)

[1, 3, 5, 7, 9]

In [17]:

l **=** [x**\*\***2 **for** x **in** range(1,11) **if** (x**\*\***2)**%**2**==**1] print(l)

[1, 9, 25, 49, 81]

In [16]:

words**=**["Balaiah","Nag","Venkatesh","Chiranjeevi"] l**=**[w[0] **for** w **in** words]

print(l)

['B', 'N', 'V', 'C']

In [21]:

words**=**["Balaiah","Nag","Venkatesh","Chiranjeevi"] l**=**[w **for** w **in** words **if** len(w)**>**6]

print(l)

['Balaiah', 'Venkatesh', 'Chiranjeevi']

In [18]:

num1**=**[10,20,30,40]

num2**=**[30,40,50,60]

num3**=**[ i **for** i **in** num1 **if** i **not in** num2] print(num3)

*#[10,20]*

[10, 20]

In [22]:

words**=**"the quick brown fox jumps over the lazy dog".split()

print(words)

l**=**[[w.upper(),len(w)] **for** w **in** words] print(l)

*# All 26 alphabets used in t*

['the', 'quick', 'brown', 'fox', 'jumps', 'over', 'the', 'lazy', 'dog']

[['THE', 3], ['QUICK', 5], ['BROWN', 5], ['FOX', 3], ['JUMPS', 5], ['OVER',

4], ['THE', 3], ['LAZY', 4], ['DOG', 3]]

#### Example Program

**Q. Write a program to display unique vowels present in the given word.**

In [23]:

vowels**=**['a','e','i','o','u']

word**=**input("Enter the word to search for vowels: ") found**=**[]

**for** letter **in** word:

**if** letter **in** vowels:

**if** letter **not in** found: found.append(letter)

print(found)

print("The number of different vowels present in",word,"is",len(found))

Enter the word to search for vowels: Quality Education is useful ['u', 'a', 'i', 'o', 'e']

The number of different vowels present in Quality Education is useful is 5

Suppose if you want lower case and upper case vowels, what you can do is as follows:

In [2]:

vowels**=**['a','e','i','o','u','A','E','I','O','U']

word**=**input("Enter the word to search for vowels: ") found**=**[]

**for** letter **in** word:

**if** letter **in** vowels:

**if** letter **not in** found: found.append(letter)

print(found)

print("The number of different vowels present in",word,"is",len(found))

Enter the word to search for vowels: karthi Abc ['a', 'i', 'A']

The number of different vowels present in karthi Abc is 3

See the above code in another simplified way:

In [3]:

vowels**=**['a','e','i','o','u']

word**=**input("Enter the word to search for vowels: ") found**=**[]

**for** letter **in** word:

**if** letter.lower() **in** vowels:

**if** letter.lower() **not in** found: found.append(letter)

print(found)

print("The number of different vowels present in",word,"is",len(found))

Enter the word to search for vowels: KARTHIKEYA ['A', 'I', 'E', 'A']

The number of different vowels present in KARTHIKEYA is 4

In [4]:

vowels**=**['a','e','i','o','u']

word**=**input("Enter the word to search for vowels: ") found**=**[]

**for** letter **in** word:

**if** letter.lower() **in** vowels:

**if** letter.lower() **not in** found: found.append(letter.lower())

print(found)

print("The number of different vowels present in",word,"is",len(found))

Enter the word to search for vowels: KARTHIKEYA ['a', 'i', 'e']

The number of different vowels present in KARTHIKEYA is 3